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Developers’ technical expertise is crucial for numerous tasks within open-source communities, such as identifying suitable
developers and maintainers. Despite its significance, GitHub, the world’s largest open-source code hosting platform, does
not explicitly display developers’ technical expertise. Existing methods fall short in capturing the multifaceted and dynamic
nature of developers’ skills and knowledge. To address this gap, we propose a novel approach that leverages graph neural
networks (GNNs) to express developers’ technical expertise. Our method constructs a comprehensive GitHub social net-
work that integrates various social and development activities. We then employ a GNN model to learn a low-dimensional
representation vector for each developer, encapsulating their technical expertise across different dimensions. We assess
the effectiveness of our model by comparing it against five baselines on three GitHub social relationship recommendation
tasks, including SimDeveloper, ContributionRepo, and RepoMaintainer. Our proposed method outperforms these baselines,
achieving improvements of 5.6%-9.5% on Hit Ratio@10 and 3.4%-11.1% on F1 score. These results demonstrate promising
performance in predicting technical preferences for both repositories and developers. This research contributes to a more
nuanced understanding of developer expertise in open-source communities and has potential implications for improving
collaboration and project management on platforms like GitHub.
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CCS Concepts: • Software and its engineering → Search-based software engineering.

Additional Key Words and Phrases: GNN, deep learning, technical expertise, recommendation system, GitHub

1 INTRODUCTION
Open-source software and communities attract more developers and enterprises to host their projects on open-
source platforms. As the world’s largest open-source community and social coding platform, GitHub boasts
over 100 million registered users and 370 million code repositories as of January 2023, with at least 28 million
open-source repositories1. Open-source software development encompasses not only open-source code, but
also collaborative development within a community. GitHub provides tools such as Pull Request (PR) and
Issue to facilitate contributions to open-source software. However, getting developers’ contributions accepted is
challenging. Research [13, 14, 24, 27, 48, 60] has consistently shown that building trust between developers and
open-source repository maintainers is crucial for successful contributions to open-source software. While this
trust can be fostered through communication, it predominantly relies on developers’ technical expertise [32, 41].
Mining the technical features of developers is therefore of great significance for the growth and development of
open-source communities.

Currently, GitHub does not explicitly display technical features for developers, and there is a problem of data
imbalance. For repositories, data sources for obtaining technical features include code, description, READMEs,
topics, and statistics automatically generated by GitHub for projects (such as programming languages). These data
present different modalities. For developers, the situation is quite different. GitHub provides minimal valuable
descriptions except for homepage introductions, which depend on developers to write themselves. Therefore,
mining a developer’s technical features often requires reliance on social and development activities related to
that developer.

Existing research on mining developer technical expertise has several limitations. Most studies focus on specific
technical fields, such as keywords, programming languages and frameworks [9, 25]. Some research even limits
technical expertise to specific development frameworks, such as React [32, 40]. From an application perspective,
these studies are limited. Methodologically, most studies mine developers’ technical expertise based solely on
their development relationships, such as contributed code and repository README files [12, 22, 50]. However,
recent studies [5, 6, 37, 48] highlights that social features are also an important factor in reflecting developers’
technical expertise, but there is still a lack of study on integrating social features and technical features to model
the technical expertise of developers. The potential of incorporating social relationships and a broader range of
development activities, such as pull requests (PR) and issues, are not fully leveraged.

This paper aims to capture developers’ technical features by leveraging the extensive collaboration data
available on GitHub.We construct a social activity graph that models developers’ development and communication
activities, encompassing four entity types: repository, developer, PR and issue. From the graph, we derive semantic
representations of multiple participants on GitHub, including their technical expertise related to repositories,
issues and PRs.

Traditional methods of deriving technical expertise representation merely integrate the technical features of
developers, while neglecting social activity features in open-source communities. In this paper, we introduce
GitHub social activity relationships into the process of deriving developers’ technical expertise representation,
generating embeddings that accurately capture the nuances of developers’ expertise. These refined embeddings
serve as a robust foundation for downstream recommendation tasks. Notably, in the realm of open-source
community-based software development, social activity relationships have emerged as a new paradigm shaped
by these communities, offering valuable insights into specific areas of expertise. For instance, a developer who
frequently commits to a particular type of repository is likely to exhibit a high level of proficiency in that
1https://en.wikipedia.org/wiki/GitHub
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technology, while one who actively submits pull requests to resolve complex issues often demonstrates a deep
understanding of the problem domain and the ability to devise effective solutions.

We utilize multiple data sources and integrate them to obtain comprehensive initial technical expertise
representations for all entities except developers. We then apply a Graph Neural Network (GNN) model to
the social activity graph, merging relevant entities’ embeddings to get developers’ representation for technical
expertise, as well as enhancing the initial technical expertise representation of other entities. This process results
in a more comprehensive and generic technical expertise representation for entities, which can be easily adapted
for various downstream recommendation tasks without additional complex feature engineering. We demonstrate
the effectiveness of our approach through three selected recommendation tasks.

The main contributions of this paper are as follows:
• To the best of our knowledge, this paper is the first to propose an approach that integrates GitHub social

features and technical features to represent the technical expertise of developers. By employing a GNN,
we model diverse social relationships and enhance the initial representation of technical expertise.

• We conduct empirical comparisons and analysis of the effect of social relationship features on deriving
developers’ technical expertise, involving five advanced baselines, and three representative downstream
tasks. It is demonstrated that social relationship plays a significant role in driving developers’ technical
expertise.

• We have made our code open-source at https://anonymous.4open.science/r/DTEM-6830/, enabling other
researchers can reproduce and build upon our work. Additionally, the open source community can leverage
our method for developers’ technical expertise, thereby enhancing open source collaboration.

The rest of the paper is organized as follows. Section 2 introduces related work. Section 3 presents the overview
of the approach. Section 4 introduces the experiments and evaluation. Section 5 introduces the user evaluation
experiment. Section 6 concludes the paper.

A small proportion of the results presented in this paper were previously reported in a two-page poster at
ASE 2024 [47]. However, this extended version significantly expands on the prior work by supplementing two
existing sections and adding five new sections. In the Introduction (Section 1), we have enhanced the discussion of
research motivation and novelty. In the Methodology (Section 3), we have expanded from three to four modules to
improve the interpretability of our approach and the traceability of developers’ technical decisions. Additionally,
we have introduced five new sections: Related Work (Section 2), Evaluation (Section 4), User Evaluation (Section
5), Discussion (Section 6), and Conclusion and Future Work (Section 7). These additions significantly deepen the
analysis and contextualization of our results, offering a more comprehensive and rigorous contribution.

2 RELATED WORK

2.1 Developer Technical Expertise Mining
GitHub serves as a collaborative platform where developers share code repositories and engage in activities such
as PRs and issues. Many research studies have utilized this data to extract features and perform various automated
recommendations [7, 19, 33, 36, 41]. One of the most crucial features in these studies is the technical expertise
of developers or repositories. Some works [9, 25, 59] represent developers’ technical expertise using keywords
derived from sources such as Wikipedia entries and GitHub topics. Others [32, 38, 40] represent it through
libraries, which are frameworks commonly used by developers, such as .NET, Angular and React. Additionally,
some studies [12] aims to capture developers’ technical expertise at a more fine-grained level, such as the code
level, often expressing these technical skills as embedding vectors.

Several studies, such as [2, 55], represent developers’ technical expertise through their GitHub activities-events.
These studies often incorporate temporal sequences, assigning greater weight to recent events and grouping them
to address challenges associated with sparse data. Moreover, methods like the Topic method [59] and work [16]
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focus on GitHub topics. A repository is represented by its topic distribution vector and a developer is represented
by the union topic distribution from all repositories he has contributed. This approach is used to recommend
repository trends based on developer preferences or to assist developers in selecting topics that best describe
their created repositories.

The technical skills mentioned above are often expressed as embedding vectors. Some studies combine em-
beddings from different aspects; for example, the Dev2Vec method [11] concatenates repository, issue, and API
embeddings, while [2] integrates scores derived from different embeddings through linear superposition. Other
studies, such as [56], consider historical sequence behaviors to generate embeddings. Liu et al. [34] proposed
“GAT method”, which leverages user social graph data to enhance recommendations. This method involves
transforming social connections into edge embeddings within user-item interaction graph, and feeds them to
a modified GAT model. However, none of these studies address the integration of technical expertise across
different entities by incorporating a social network. Such an approach can leverage both activity events and
various types of embeddings, providing a more comprehensive representation of technical expertise.

Inspired by these works, our study not only utilize data in various modalities—including code data, natural
language data, and discrete data to extract developers’ technical expertise, but also focus on modeling social
relationships. We achieve this by constructing a social network to integrate embeddings from different modalities.

2.2 GitHub Community Study
Developers on GitHub interact and influence each other’s development activities, leading researchers to study
the social properties and the impact these relationships. Mockus et al. [39] used the Louvain clustering algorithm
to group repositories based on common code submissions, identifying similar clusters of repositories. Gote et
al. [23] constructed a graph of developer collaboration patterns by extracting co-editing relationships from Git
history. Bana et al. [3] analyzed various types of social relationships, such as “developer-developer”, “repository-
developer” and “repository-repository”, to identify influential technologies and repositories. Recently, researchers
have started exploring the attributes that define a developer’s impact. For example, the D-Index [5] is proposed
to meaningfully equate several indicators for the virtues of a developer, such as contributed code, its quality,
mentoring in online learning communities, and community engagement. Mezouar et al. [20] demonstrated that
stronger social ties between developers and project maintainers lead to faster PR responses. Tsay et al. [48]
highlighted the effect of social distance, such as the relationship between developers and repository maintainers,
on the acceptance of contributions like PRs. Further research [51, 58] analyzed the correlation between developers’
commits and repositories issues. Xiao et al. [54] found that newcomers’ expertise preference, open-source software
(OSS) experience, activeness, and sentiment are critical to their successful contribution and onboarding.

Building on these insights, our study focuses on the most common development activities on GitHub, such
as Commit, PR and Issue, to construct the social relationship between developers. We identify three main
collaboration scenarios on GitHub. For each scenario, we design a recommendation task to assess the effectiveness
of our method.

3 METHODOLOGY
We formulate our research problem as follows. Given the publicly available GitHub data, our goal is to design an
approach that can learn developers’ technical expertise in a manner general enough to be applicable to various
recommendation tasks.

Our approach to learning GitHub developers’ technical expertise can be divided into four main components,
as illustrated in Figure 1.
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Fig. 1. Architecture of proposed method to represent GitHub developers’ technical expertise and evaluation

• Data Preparation module: Initially, we gather open data from GitHub and construct a social activity
graph. This graph encompasses four primary entities on GitHub—repositories, developers, PRs and
Issues—as well as their social relationships.

• Initial Technical Expertise Representation module: Next, utilizing a deep-learning-based embedding
method, we extract the initial technical expertise of GitHub entities.

• Social Relationship Mining module: Subsequently, we employ a GNN model and use initial technical
expertise embeddings to initialize all node embeddings in the GNN model. The implicit social features are
then captured by the GNN through a process that essentially refines these initial technical embeddings,
to ultimately generate comprehensive technical representations for all entities.

• Social Relationship Recommendationmodule: Finally, we leverage the technical expertise representa-
tions of developers to facilitate various processes within GitHub learning and collaboration. We implement
a series of social relationship recommendation tasks to showcase developers’ technical expertise and
enhance collaborative efforts within the GitHub ecosystem.

3.1 Data Preparation
Social activities on GitHub extend beyond direct developer-to-developer interactions. Developers who contribute
to or raise issues for the same repositories often share similar skill preferences, indicating a latent social activities
relationship. This perspective allows us to capture more nuanced interactions within the GitHub community,
enhancing our understanding of developer skills and potential collaborations.

To construct a GitHub social activity graph, we adopt a sampling method to obtain a representative subset of
open-source repositories from GitHub. We refer to the GitHub community dataset provided by [10] and randomly
sample 50,000 repositories that had changes in 2022 as our research objects. To focus on repositories with code
data for initial technical expertise mining, we select repositories primarily developed in Python, JavaScript,
GoLang, Java, PHP, or Ruby, as, these programming languages are commonly used in code-related research (e.g.,
[21] and [26]). It is important to note that repositories may also use other programming languages besides the
primary ones. Table 1 shows the dataset information.

ACM Trans. Softw. Eng. Methodol.
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Table 1. Dataset Statistics

Programming Language Python JavaScript GoLang Java PHP Ruby Total

Number of Repository 18,282 12,839 6,539 5,966 4,264 2,110 50,000

Fig. 2. Scheme of the social activity graph

We utilize GitHub Restful API2 to obtain the social activity data of the sampled repositories. In this paper,
we collected the following social relationships to learn the technical expertise of GitHub entities: Watch, Star,
Commit, Follow, and Propose PR/Issue. The scheme of the social activity graph is shown in Figure 2.

Finally, we preprocess the obtained social activity data as follows.
• Remove bot developers. According to prior research [15], GitHub bots are automated programs used

to perform tasks such as making code commits, and opening, managing or closing issues. Identifying
these bots is essential to distinguish automated actions from those actions performed by real developers.
This study introduced two bot detection methods: BIN and BIMAN. The BIN method relies on regular
expressions applied to user names to identify bots, while BIMAN builds upon BIN by incorporating
more features including message features such as commit messages, the number of files or repositories
in commits, and employs a random forest classification model to predict bots. In order to assess the
performance of these two methods on our dataset, we randomly sampled 10,000 developers and manually
labeled them as either GitHub bots or human users based on the bot characterization guidelines outlined
in [15]. The results indicate that BIN and BIMAN perform same precision rates of 94.1% and recall rates of
76.2%, successfully identifying 32 bots out of 42 labeled bots, with 2 false positives and 10 false negatives.
Given the comparable performance of both methods, we choose to employ BIN method, removing
developers with names containing “[special separator] bot [special separator]”, where “[special separator]”
includes beginning and ending symbols such as “-”, “_”,”[” and “]”.

• Remove noise data. We remove Issue and PR nodes that lack descriptive information, as these entities
are often created by bots or used for experiments and do not represent real development activities. In
addition, less representative commits are also filtered out. According to prior work [4, 44], if the frequency
of a developer’s contributions to a repository falls below a certain threshold, then such contributions
are considered negligible. Specifically, the frequencies of contributions are divided into high (the top
1%), medium (the subsequent 10%, i.e. top 1% 11%) and low (the remaining) groups and the low group

2https://docs.github.com/en/rest?apiVersion=2022-11-28
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represent less representative commit relationships. We apply this criterion to our dataset and find that
the top 11.74% 12.57% range of contribution frequencies are precisely 10. Therefore, we remove commit
relationships that have a frequency of less than 10.

• Simplify follow relationship. Within the scope of this study, only the Follow relationships between
developer nodes were considered. This requires both the follower and the followee to be contained in the
developer node set defined in this study. All other Follow relationships were removed.

After the data preprocessing, the detailed statistics of the GitHub social activity graph are shown in Table 2
and Table 3. This heterogeneous graph consists of eight types of directed edges and four types of nodes. Among
the more than 5 million edges in the graph, the Follow edges between developer nodes account for more than 2
million, while the remaining types of edges are distributed relatively evenly. By conducting the data preprocessing
steps including removing bot developers and removing noise data on the 50,000 sampled repositories, we reduced
the number of developers from 511,447 to 394,474, issues from 1,336,584 to 692,554, PRs from 1,031,082 to 379,496.

Table 2. Statistics of the edges in GitHub social activity graph

Edge Type Src Node Type Dst Node Type Edge Count

Commit Developer Repository 161,241
Star Developer Repository 947,423

Watch Developer Repository 150,292
Follow Developer Developer 2,286,407

Propose Issue Developer Issue 692,554
Propose PR Developer PR 379,498

Issue belongs to Issue Repository 692,554
PR belongs to PR Repository 379,498

Total – – 5,689,467

Table 3. Statistics of the nodes in GitHub social activity graph

Node Type Node Count Before Preprocessing Node Count After Preprocessing

Developer 511,447 394,474
Repository 50,000 50,000

Issue 1,336,584 692,554
PR 1,031,082 379,496

Total 2,929,113 1,516,524

3.2 Initial Technical Expertise Mining
To obtain the initial technical expertise representation of GitHub entities, we consider multiple attributes of the
entity nodes across three modalities: code data, natural language text data, and discrete data.

For code data, we utilize tree-sitter3 to segment each code file into individual code blocks, each only containing
a function definition snippet. Other parts of the code files are ignored. It is noteworthy that in all programming
3https://tree-sitter.github.io/tree-sitter/
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languages of our dataset as shown in Table 1, function definitions are fundamental elements of the program
and contain the majority of code semantics. Therefore, to capture the technical expertise embedded in the code,
utilizing all function definitions is sufficient.

To obtain the embedding of code data, we considered three models, i.e. GraphCodeBERT [26], Code2vec [1]
and GraphCode2Vec [35]. Based on the evaluation presented in [35], we find that both GraphCodeBERT and
GraphCode2Vec are designed with a broader range of code-related tasks. Therefore, they are more suitable for
generic code semantic modeling. Among three models, GraphCodeBERT achieves superior performance overall,
despite that it has higher complexity and is trained on a larger dataset. Therefore, we employ GraphCodeBERT
to generate code embeddings for each code block. The code embedding for a repository or pull request (PR) is
obtained by averaging the embeddings of all the code files it contains or modifies. Similarly, the embedding of a
code file is obtained by averaging the embeddings of all its code blocks.

For natural language text data, we use xml-roberta-base [8], a variant of the BERT model, to generate text
embedding. The natural language embedding for a repository, PR, or issue is generated by inputting all its
text data into the xml-roberta-base model. We preprocess the text data by removing non-textual elements (e.g.,
images, hyperlinks, and code snippets) and special HTML or Markdown characters (e.g., the “##” symbol used for
second-level headings in Markdown).

For discrete data, we apply one-hot encoding to obtain the embedding for discrete attributes of repositories,
including GitHub topics and programming languages. To address the sparsity of these data, we employ Principal
Component Analysis (PCA) to reduce the dimensionality to 256. The discrete data embedding for a repository is
created by concatenating the embeddings of its topics and programming languages.

Finally, we assign each entity an initial technical expertise embedding by concatenating all the embeddings
from its different parts. For example, the initial embedding of a repository is the concatenation of its natural
language embedding, code embedding, and discrete data embedding. The embedding dimensions of natural
language, code embedding and discrete data are 768, 768 and 512, respectively. These dimensions are determined
by referencing the dimensions set in original embedding models, including xml-roberta-base and GraphCodeBERT.
For discrete data, standard dimensional settings are applied following common practice. The initial technical
expertise embedding is used as part of the input for the subsequent GNN model to acquire the complete technical
expertise representations.

3.3 GitHub Social Relationship Modeling
While we have obtained embeddings of entities such as repositories, PRs, and issues, the developers’ technical
expertise embeddings remain undefined. Existing methods obtain developer embeddings by simply averaging
the vectors of entities related to the developer [11]. However, Graph Neural Networks (GNNs) offer a more
sophisticated approach, implicitly capturing collaborative effects through message-passing mechanisms. GNNs
have proven effective in recommender systems, outperforming traditional methodologies in modeling social
relationships [53, 57]. Accordingly, we employ a GNN model on our constructed heterogeneous graph to achieve
superior results.

Figure 3 illustrates the architecture of our GNN model. To effectively integrate the social and technical features
of GitHub users, we use the initial technical expertise representation as input to train the GNN on the GitHub
social activity graph. By simultaneously optimizing for graph structure and attribute learning tasks, we capture the
social characteristics of each entity and enable developer nodes without initial representations to acquire technical
expertise information from adjacent nodes. That is, the initial technical expertise representation is refined through
this GNN-based continual training process. This integration ultimately generates the final representation for
each entity. Moreover, to ensure robust connectivity within our GNN model and facilitate the flow of information
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Fig. 3. Architecture of the GNN model

across different entity types, we reverse the direction of the commitment edges depicted in Figure 2, transforming
GitHub social activities into a cohesive, interconnected graph.

3.3.1 GNN Model. To model the social features in the GitHub social activity graph, we use a GNN model. The
input of the GNN model contains the obtained initial technical embedding, and the GitHub social activity graph.
By iteratively refining the initial technical embeddings, the GNN model aims to learn the information of graph
structure and attributes. Therefore, the output of the GNN model is the final representation of technical expertise
of all entities, which contains information about both technical features in initial technical embedding, and the
social features learned in the GNN training process.

Specifically, we use GraphSAGE [28] as the graph convolutional layer. During each iteration, a node aggregates
information from all of its neighboring nodes and updates its own representation, which is subsequently used for
downstream task prediction. Then, the back-propagation algorithm is leveraged to refine the representation of all
related nodes. This calculation process in GraphSAGE can be divided into three stages as follows:

• Message Passing. In GNN, information is propagated from a node’s neighbors to update its own hidden
representation, typically through a message function. In GraphSAGE, the messages propagated are just
the hidden representations of the neighbors themselves.

• Aggregation. In GNN, the messages from neighbors are aggregated using an aggregation function. In
GraphSAGE, the aggregation function is defined as follows:

�N(8 ) = AGGREGATE({� 9 , ∀9 ∈ N (8)}) (1)

Where N(8) denotes the neighbor set of node 8 and �N(8 ) denotes the aggregated messages for the node 8 .
AGGREGATE is the aggregation function. In the original GraphSAGE paper, the authors provided several
alternatives for AGGREGATE, including averaging, LSTM networks [29], and pooling. In this paper, we
choose the pooling method.

AGGREGATEpool = max({ReLU(,poolℎ 9 + 1), ∀9 ∈ N (8)}) (2)

,pool and 1 are trainable parameters. The ReLU function is used to introduce non-linearity.
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Fig. 4. Architecture of the GNN model

• Feature Updating. The hidden representation of a node is updated based on the aggregated messages,
which is achieved through a node update function. GraphSAGE computes the update as follows.

� ′
8 =, (�8 ‖ �N(8 ) ) (3)

, is trainable, ‖ denotes a concatenation operation. � ′
8 is the updated hidden representation of node 8 .

A single graph convolutional layer typically captures the information of first-order neighbors only. To capture
higher-order neighbor information, GNN stacks multiple graph convolutional layers.

To effectively process the heterogeneous GitHub social activity graph, we partition it into sub-graphs based
on edge types. Each sub-graph encompasses a single edge type, and we employ separate GraphSAGE models to
derive node embeddings within each sub-graph. The final embeddings for the entire graph are then generated
by aggregating the node embeddings from all sub-graphs. Due to the graph’s extensive size, training a GNN on
the complete structure is impractical. Instead, we implement a mini-batch training approach, sampling a small
portion of the graph for each training iteration. For every target node, we randomly select 15 of its neighbors
as dependent nodes to construct subgraphs. Moreover, the embedding dimensions in three modalities are not
consistent, i.e. 768 for text and code data, 512 for discrete data, and different types of entities consists of data in
different modalities. Therefore, we incorporate a Hetero-Linear layer within the GNN model to transform the
dimension into 512. The GNN architecture is configured with 3 graph convolutional layers, and the neighbor
sampling order is also set to 3.

3.3.2 Training. We train our GNN model using two learning objectives: graph structure learning and graph
attribute learning. The graph structure learning objective aims to capture the structural information of the graph,
including node and edge types as well as their connections. We learn edge types by using a separate convolutional
layer for each edge type. We learn the connections of nodes by predicting the existence of links between nodes.
The graph attribute learning objective focuses on learning the contribution weight of the committed relationships
between developers and repositories. To handle both objectives effectively, we design a unified model architecture,
as shown in Figure 4.

The edge representation is generated through the element-wise multiplication of the hidden representation
vectors of the two nodes that are connected by the edge. This operation simulates the interaction between the
nodes. The following describes the specific design of each learning objective in detail.

Graph Structure Learning. This learning objective involves learning the connection information of the graph.
We treat this as a link prediction task, which aims to predict whether there is an edge between two nodes in
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our GitHub social activity graph. This task is equivalent to a binary classification problem. To facilitate the
link prediction task, we sample a subgraph for training and randomly add an equal number of fake edges in
the subgraph. The representation vectors for both real and fake edges are generated through the element-wise
multiplication of the hidden representations of the respective node pairs linked by the edges. The real and fake
edge representation vectors are then processed through a linear layer followed by a sigmoid layer to predict the
existence of an edge, providing a probability score that indicates the likelihood of an edge.

Graph Attribute Learning. This learning objective focuses on the technical attributes of the GitHub social
activity graph, specifically the contribution ratio between developers and repositories. In the GitHub social
activity graph, developers exhibit varying levels of contribution to the same repository. We assume that developers
who contribute more to a repository possess stronger technical expertise related to that repository. To quantify
these contributions, we use GitHub Restful API to obtain the number of contributions each developer has made
to a repository.

We design a model similar to the one depicted in Figure 4, but without the Sigmoid layer, to predict the
number of contributions between developers and repositories. This task is also known as an edge regression task.
Specifically, for a contribution relationship e between a developer node D and a repository node E , the edge 4 is
assigned a weightF4 , indicating the number of times the developer has contributed to the repository. Because
the value range ofF4 is too large, we apply a logarithmic processing onF4 , denoted asF ′

4 = log(F4 ).

3.3.3 Metapath2Vec Embedding. Training the GNNs in mini-batches fails to capture the global structural infor-
mation of the graph. To address this issue, we use Metapath2Vec [17] to obtain the initial structural embeddings
of the nodes. These embeddings are then combined with the initial technical expertise embeddings and used as
inputs to the GNN.

Metapath2Vec is a method designed for learning node embeddings in heterogeneous information networks
(HINs). Its core idea is to capture the global structural information of nodes through the use of random walks. A
heterogeneous information network is typically defined as � = (+ , �,) ), where + , � and ) represent the sets of
nodes, edges and types, respectively. For each element E ∈ + and 4 ∈ �, there exist mappings q (E) : + → )+ and
W (4) : � → )� . Here, )+ and )� represent the types of nodes and edges, respectively. Any graph with more than
one type of node or edge is considered a HIN. In a HIN, a meta-path can be usually represented as:

+1
'1−→ +2

'2−→ · · · ';−1−→ +; (4)
where ; denotes the length of the meta-path, and '8 , 8 ∈ {1, 2, · · · , ; − 1} represents the edge type connecting

nodes of types+8 and+8+1. The random walk strategy used by Metapath2Vec is defined by the following transition
probability function at the 8-th step:

? (E8+1 | E8C ) =
{

1
|NC+1 (E8C ) |

(E8C , E8+1) ∈ �, q (E8+1) = C + 1

0 otherwise
(5)

where NC+1 (E8C ) denotes the set of neighbors of E8C and with type C + 1. After obtaining the randomly sampled
node sequences, Metapath2Vec employs the Skip-Gram model to learn the embedding vectors of nodes. This
model uses the context generated by the meta-path-guided random walks to optimize the node embeddings,
capturing the structural information of the HIN.

3.4 Social Relationship Recommendation Tasks
This section outlines the practical implications of the user representations produced by our model and explores
how developers can integrate these embeddings into their workflows. We focus primarily on key forms of
collaboration and social activities on GitHub. For example, developers often seek peers with similar skill sets for
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Fig. 5. Scoring model architecture for social relationship recommendations tasks

learning, knowledge exchange, or organizational involvement. Likewise, individuals aspiring to contribute to
open-source projects need to identify repositories that align with their expertise, while individual repositories
face challenges in attracting suitable maintainers and expanding their communities.

To address these scenarios, we have designed three distinct recommendation tasks and trained dedicated scoring
models based on various entity representations. These downstream tasks not only provide practical benefits
but also serve as evaluation metrics for assessing the effectiveness of the technical expertise representations
generated by our model. Figure 5 illustrates the architecture of our scoring model, offering a clear overview of
the integration process and the workflow enhancements enabled by our approach.

For various GitHub social relationship recommendation tasks, we concatenate the technical expertise represen-
tation vectors of related entities, and pass them through two fully connected layers to transform their dimensions.
A ReLU activation layer is inserted between these two layers to introduce non-linearity. The transformed vectors
are then processed through a Sigmoid function to output the predicted label, indicating the likelihood of the
recommended relationship. It is important to note that the parameters of the GNN model are not updated during
the training of the scoring model, ensuring the consistency and stability of the technical expertise embeddings
while the scoring model learns to optimize the recommendations based on these embeddings.

3.4.1 Similar GitHub Developer Recommendation. Recommending developers with similar expertise can help
developers find suitable organizations, and promote communication among developers. We abbreviate this task
as “SimDeveloper”. To train a scoring model for this task, we use GitHub Restful API to collect pairs of developers
who either belong to the same organization or do not, serving as positive and negative samples, respectively, in
equal amounts. We assign similarity scores of 1 to pairs from the same organization and 0 to those from different
organizations. The model is trained using binary cross-entropy loss and outputs a technical similarity score for
any two developers. We then build a recommendation system to rank the top 20 most similar developers for a
given target developer. Candidates for recommendation include developers who have contributed to the same
repository as the target developer. Developers who are in the same organization as the target developer are
considered similar developers.

3.4.2 Repository Contribution Recommendation. We address the task of recommending repositories that align
with developers’ technical expertise for contributions, referred to as “ContributionRepo”. We train a scoring
model using binary cross-entropy loss to compute the matching degree for each <developer, repository> pair.
Positive samples consist of developer-repository pairs with a history of watching and contributing, while negative
samples are pairs with no such relationship, both in equal amounts. We assign matching degrees of 1 to positive
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samples and 0 to negative samples. The model then ranks repositories based on their matching scores, selecting
the top 20 repositories for each developer. We only consider repositories that are watched, contributed, starred,
or followed by target developer and their followers as candidates for recommendation. Repositories that the
target developer has made contributions to are considered valid recommendations.

3.4.3 Repository Maintainer Recommendation. “RepoMaintainer” refers to the task of recommending open-source
repository maintainers who can support the healthy and vigorous growth of the repository. We train a scoring
model using binary cross-entropy loss to measure the technical expertise matching degree between developers
and repositories, as shown in Figure 5. For each repository, we use its owner as a positive sample and other
developers as negative samples, with equal amounts. We assign matching degrees of 1 and 0 to these samples
respectively. The model ranks developers based on their matching scores and selects the top 20 for each repository.
We consider only developers who have contributed to the repository as candidates, with the actual maintainer
serving as a valid recommendation.

For fair evaluation, we filter out developers and repositories with minimal social activities, because they provide
limited information for recommendation and have much noise information. Specifically, we apply the following
task-specific filtering rules to remove these entities, ensuring a more robust evaluation.

• For SimDeveloper, we consider only developers who have at least 5 colleagues in the same organization
as target developers for recommendation.

• For ContributionRepo, we consider only repositories with at least 5 contributions from the target developer.
• For RepoMaintainer, we only consider repositories that have at least 10 contributors.

4 EVALUATION
This section evaluates the effectiveness of our model in automatically deriving technical expertise representations.
First, we demonstrate that our GNN-based architecture outperforms several state-of-the-art (SOTA) baselines,
including non-GNN-based methods such as Dev2Vec [11], Llama-3 [18], Topic Method [59] and Collaborative
Filtering [42], as well as GNN-based method such as GAT [34]. Second, to assess the impact of incorporating
social features in modeling developers’ technical expertise, we conduct an ablation experiment on the social
relationship modeling process. Third, after confirming the superiority of our GNN-based approach, we compare
our GraphSAGE model with alternative GNN architectures to identify the optimal configuration. Fourth, we
perform additional ablation experiments to validate the necessity of each module within our framework. Finally,
we employ statistical methods to evaluate how effectively our approach captures differences between entities
and demonstrates robust generalizability. This comprehensive evaluation underscores the strength of our model
in reflecting nuanced technical expertise across various tasks and configurations.

Therefore, we propose the following five research questions. The first four are progressive, aiming to find the
optimal architecture and model, and the fifth RQ provides an assessment from the perspective of statistics.

• RQ1: How does our model perform on recommendation tasks compared to other popular baselines?
• RQ2: What is the effect of social features on deriving technical expertise of developers?
• RQ3: How does our model perform on social relationship modeling compared to other GNN-based models?
• RQ4: How does each module of our model affect its performance?
• RQ5: How effectively does our approach extract developer technical representation?

4.1 Comparisons with Baselines on Recommendation Tasks (RQ1)
To verify the utility of our derived technical expertise representation, we benchmark our approach against
established baselines across various recommendation tasks. These downstream applications encompass both
scoring models and comprehensive recommendation systems. This comparative analysis serves to demonstrate
the practical effectiveness of our method in real-world scenarios.
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4.1.1 Experiment Settings. To evaluate our method, we compare its performance on recommendation tasks with
five baseline approaches in the field of repository mining and recommendation.

• Dev2Vec Method [11]: This approach generates technical embedding for developers by directly combining
the embeddings of relevant GitHub repositories, issues and APIs using Doc2Vec.

• Llama-3 Method [18]: In this method, Llama3-8B is used to embed all text data from GitHub repositories,
issues and APIs. The resulting embeddings are then combined directly to represent developers’ technical
expertise.

• Topic Method [59]: Following this approach, we conduct technical vectors for both repositories and
developers based on GitHub topics. Topics with an occurrence frequency of less than 10 are filtered out to
remove infrequent and less informative topics.

• GAT method [34]: This baseline also leverages social network information, aiming to identify distinct
user behavior patterns by learning heterogeneous relationship features. We adapt this method by dividing
our original graph into two subgraphs with one containing the Follow relationship as the social graph,
and another one comprising all other relationships as the interaction graph.

• Collaborative Filtering (CF) [42]: A traditional approach for recommendation tasks. We implement a
neighbor-based collaborative filtering recommendation system using the data from our GitHub social
activity graph.

Since the first two baselines (Dev2Vec and Llama-3) can only generate embeddings for developers, they are
limited to the SimDeveloper task. The other baselines can be applied to all recommendation tasks. Additionally,
as collaborative filtering is not an embedding-based approach, it does not need trained scoring models.

Moreover, given that social activity relationships and developer activities on GitHub are highly dynamic
and embeddings need frequently regenerated, we need to keep a low runtime cost. For methods incorporating
Large Language Models (LLMs), although their powerful comprehension ability may yield better results, they
also significantly increase the runtime cost. For example, it is observed in the following experiments that when
generating code embeddings, Llama3-8B takes about 121̃5 times longer than our method using GraphCodeBERT.
Therefore, to meet the performance-cost balance, we choose to compare with Llama3-8B only, instead of more
expensive code-aware LLMs.

4.1.2 Metric Selection. As the scoring model in this paper is equivalent to a binary classification model, we use
Precision, Recall, and F1 as evaluation metrics. To verify the effectiveness of the recommendation system, we
employ Hit Ratio@K (abbreviated as HR@K) and MRR (Mean Reciprocal Rank) as metrics. HR@K measures
the proportion of desired items among the top K results produced by the recommendation system, while MRR
evaluates the reciprocal rank of the desired items in the recommendation system’s output. These metrics provide
a comprehensive evaluation of both the classification and recommendation performance of our models. They are
defined as follows:

Hit Ratio@ =
1
#

#∑
8=1

� (A8 )

MRR =
1
#

#∑
8=1

1
rank(A8 )

(6)

where # is the number of samples, A8 is the target item of sample 8 , rank(A8 ) is the rank of the target item in
the recommendation system output. If A8 is not in the recommendation system’s output, then rank(A8 ) is set to ∞.
� (A8 ) represents whether the target item is in the top  results, with a value of 1 if it is in the recommendation
system’s output and 0 if it is not. The recorded metrics are computed on the validation and test datasets. Moreover,
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Table 4. Performance of the Scoring Models

Task Configuration Precision Recall F1

SimDeveloper

Topic Method 0.849 0.635 0.727
GAT Method 0.770 0.961 0.855

Llama-3 Method 0.834 0.873 0.853
Dev2Vec Method 0.797 0.836 0.816

Our Method 0.882 0.931 0.906

ContributionRepo
Topic Method 0.790 0.887 0.835
GAT Method 0.833 0.924 0.876
Our Method 0.885 0.938 0.910

RepoMaintainer
Topic Method 0.886 0.597 0.713
GAT Method 0.890 0.919 0.904
Our Method 0.940 0.959 0.949

to ensure a robust evaluation across different scoring models, we implement 10-fold cross-validation on each
recommendation task.

4.1.3 Experiment Results of Recommendation Tasks. Table 4 presents the performance of scoring models. It is
clear that our method achieves the best results across most metrics. For F1 score, compared with the best baseline
for each recommendation task, our method improves by 5.1% on SimDeveloper, 3.4% on ContributionRepo, and
4.5% on RepoMaintainer. This demonstrates that our derived representation of developers’ technical expertise is
highly adaptable to various downstream recommendation tasks. We attribute this improvement to our method of
modeling repositories, issues and PRs as individual entities, and incorporating social features into developers’
representations, rather than simply treating them as extensions of a developer’s technical attributes.

Table 5 shows the recommendation performance across three recommendation tasks. Our method consistently
achieves the best performance on the metric HR@10, with improvements of 5.6% on SimDeveloper, 9.5% on
RepoMaintainer.

Notably, our method also surpasses GAT in all recommendation tasks. This superiority can be explained by
the fact that performing the Metatpath2Vec module without the Follow relationship may cause performance
degradation, which cannot be compensated by the attention mechanism in GAT.

It is important to note that the topic method has a limitation: it suffers from data leakage in some tasks. For
example, in RepoMaintainer and ContributionRepo, the topic method uses the topics of the repositories that a
developer has contributed to as their technical expertise. This approach leads to an artificially high similarity in
topic distribution between the developer and their contributed repositories, potentially inflating the performance
of the topic method. Despite this unfair advantage, our method still outperforms the topic method in almost all
scenarios.

The main drawback of the CF method is its susceptibility to the cold start problem, particularly when little
information is available about the recommendation target. This limitation is especially pronounced in the
RepoMaintainer task, where the CF method fails to provide any recommendations due to severe cold start issues.
Conversely, for tasks like SimDeveloper, where abundant interaction information about the targets is available,
the CF method performs considerably better. This improved performance in such scenarios may be attributed to
the CF method’s tendency to focus on popular items, with popular developers typically attracting more followers.
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Table 5. Performance on Recommendation Tasks

Task Configuration HR@1 HR@3 HR@10 MRR

SimDeveloper

CF Method 0.340 0.473 0.541 0.414
Topic Method 0.390 0.682 0.897 0.560
GAT Method 0.333 0.609 0.839 0.502
Our Method 0.439 0.741 0.953 0.615

ContributionRepo

CF Method 0.191 0.333 0.500 0.288
Topic Method 0.310 0.429 0.714 0.421
GAT Method 0.167 0.405 0.810 0.332
Our Method 0.310 0.595 0.810 0.477

RepoMaintainer

CF Method – – – –
Topic Method 0.400 0.657 0.857 0.561
GAT Method 0.029 0.229 0.714 0.200
Our Method 0.393 0.710 0.952 0.587

By incorporating the social features of different types of entities within the social activity graph, our method
derives more expressive and effective representations than non-GNN-based methods, including simple embedding-
based methods (Dev2Vec, Topic method), a transformer-based method (Llama-3 method), and CF-based method.
Furthermore, our proposed method also outperforms other GNN-based SOTA baseline (GAT method), showing
significant improvements and exhibiting superior adaptability, robustness and effectiveness across tasks. Moreover,
these findings indicate the generalizability of our method: the learned representations are not limited to a specific
task. Rather, our method demonstrates strong generalizability across various recommendation tasks encompassing
most open-source collaboration scenarios. In doing so, our method also successfully addresses the limitations of
both topic-based and CF-based approaches, offering a more comprehensive and versatile solution for modeling
technical expertise within the GitHub ecosystem.
Answer to RQ1: Our GNN-based model outperforms all baseline methods, including both non-

GNN-based and GNN-based methods. This demonstrates the effectiveness of our proposed GNN-based
architecture in deriving high-quality technical expertise representations.

4.2 Ablation Study on GitHub Social Relationship Modeling (RQ2)
GitHub social relationships capture the connections among developers and between developers and other entities,
facilitating more effective propagation of technical representations to relevant GitHub entities, thus establishing
appropriate expertise embeddings for developers and other entities. To demonstrate the necessity of incorporating
social relationships, we construct an ablation study comparing our approach to methods that reduce or eliminate
the effects of social networks.

4.2.1 Experiment Settings. We reduce the effect of the social network by generating entity representations by
averaging, an approach inspired by [11]. To get developers’ technical expertise embeddings, we utilize GNN
constructed based on the GitHub social network, as described in Section 3.3.1. To ablate the impact of the GitHub
social network, for each developer, we first find all PRs, repositories, and issues they are related to. Since we use
code, natural language, and discrete data to generate initial technical expertise, and the modality type varies
among different entities, we average all the related entities’ embedding vectors, grouped by each modality for
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each developer, respectively. Then we concatenate these vectors from different modalities, the resulting vector,
represents each developer. The developer representation can be formulated as follows:

E8dev, code =
∑

9∈Npr (8 )
E
9

pr, code +
∑

9∈Nissue (8 )
E
9

issue, code +
∑

9∈Nrepo (8 )
E
9

repo, code

E8nl, code =
∑

9∈Npr (8 )
E
9

pr, nl +
∑

9∈Nissue (8 )
E
9

issue, nl +
∑

9∈Nrepo (8 )
E
9

repo, nl

E8dev, dis =
∑

9∈Npr (8 )
E
9

pr, dis +
∑

9∈Nissue (8 )
E
9

issue, dis +
∑

9∈Nrepo (8 )
E
9

repo, dis

E8dev = E
8
dev, code ‖ E

8
dev, nl ‖ E

8
dev, dis

(7)

where E8dev, code, E
8
dev, code, E

8
dev, code denote the code, natural language and discrete modality representation of

developer 8 , respectively. Npr (8) denotes the set of all neighbor PRs of developer 8 , ‖ denotes the concatenate
operation.

We demonstrate the effects of the ablation by examining the performance on three downstream tasks, using
the constructed developer representations and initial technical expertise representations of other entities. We also
constructed an additional embedding dataset by concatenating metapath vectors with the original embeddings.
As in RQ1, we employ HR@K and MRR as the evaluation metrics for the recommendation system.

Table 6. Performance comparison of Recommendation Tasks on Our Method and Averaging Method

Task Configuration HR@1 HR@3 HR@10 MRR

SimDeveloper
No Social Network 0.340 0.717 0.927 0.583

No Social Network(w/o mp) 0.355 0.657 0.911 0.541
Our Method 0.439 0.741 0.953 0.615

ContributionRepo
No Social Network 0.286 0.476 0.786 0.438

No Social Network(w/o mp) 0.286 0.476 0.786 0.438
Our Method 0.310 0.595 0.810 0.477

RepoMaintainer
No Social Network 0.343 0.543 0.943 0.512

No SOcial Network(w/o mp) 0.314 0.429 0.829 0.436
Our Method 0.393 0.710 0.952 0.587

4.2.2 Experiment Results. Table 6 shows the performance of 3 scoring models. The absence of the GitHub social
network leads to a significant decrease in performance across recommendation tasks. For the MRR score, this
absence leads to a decline of at least 3.2% on SimDeveloper, 3.9% on ContributionRepo, and 7.4% on RepoMaintainer.
This underperformance suggests that the absence of the social network limits the model’s ability to learn the social
features of GitHub entities. Compared to directly averaging all other entities related to developers, the better
performance of our approach suggests that social network is not just a way to aggregate entity representations,
but rather a means to more broadly and deeply diffuse and integrate the embeddings between developers, as well
as between developers and other entities. This enables the generated embeddings to more accurately express the
implicit technical characteristics of entities, thereby achieving better results in downstream recommendation
tasks. These experimental results highlight the importance of social networks in developer recommendation
tasks.
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Answer to RQ2:TheGitHub social features successfully captures the social collaboration information
between entities, effectively enhancing the representation of developers’ technical expertise, and
improving model’s performance on recommendation tasks.

4.3 Comparisons between GNN models (RQ3)
This paper presents a GNN model designed to capture the complex social relationships among diverse entities
on GitHub. We leverage this GNN model to transform initial technical expertise representation into final,
comprehensive representation that seamlessly integrating both social features and technical features. The initial
technical expertise is obtained through pre-trained models, allowing us to our evaluation on GNN model’s
performance in refining and enhancing these representations.

4.3.1 Experiment Settings. We implement the GNN described in Section 3.3.1 naming it HetSAGE. To compare
it with other GNN models, we replace the graph convolutional layer with those introduced in GCN [31], GAT
[49], RGCN [45], and HGT [30]. These corresponding GNN models are named HetGCN, HetGAT, RGCN, and
HGT. All models are implemented using Pytorch [43] and the dgl [52]. We use 3 graph convolutional layers with
a neighbor sampling order of 3 and an output dimension of 512. We set the learning rate to 1e-4, the training
epoch to 40, and the batch size to 512, using the Adam optimizer. To prevent overfitting, we apply dropout with a
probability of 0.2 to all non-last graph convolutional layers and include weight decay with a coefficient of 1e-3 in
the loss function, excluding bias parameters.

We partition the GitHub data set into 8:1:1 ratio for training, validation, and testing. For the link prediction
task, we use all edges in the GitHub graph. However, for the edge regression task, we used only the Commit
edges. The following results are derived from the test set.

4.3.2 Metric Selection. For the link prediction task, which is a binary classification task, we use Precision, Recall
and F1 as the evaluation metrics. For the edge regression task, we use the mean absolute error (MAE) and root
mean squared error (RMSE) as the evaluation metrics, defined as follows:

MAE =
1
#

#∑
8=1

|~8 − ~̂8 |

RMSE =

√√√
1
#

#∑
8=1

(~8 − ~̂8 )2
(8)

where # represents the number of edges, ~8 represents the actual value of the 8-th edge, and ~̂8 represents the
predicted value of the 8-th edge.

4.3.3 Experiment Results. The results are shown in Table 7. In the link prediction task, HetSAGE model outper-
forms other GNN models selected in this paper. In the edge regression task, the HetSAGE model also performs
best. Note that in the data set of the edge regression task, the average value of the label is 3.968, while the MAE is
0.9720, and the RMSE is 1.257. These metrics illustrate that the HetSAGE model in this paper performs well on
the edge regression task.

Answer to RQ3: The HetSAGE model based on GraphSAGE achieves the best performance among all
GNN models. Therefore, we choose to leverage HetSAGE model in our proposed architecture.

4.4 Effect of Model Modules (RQ4)
4.4.1 Experiment Settings. We conduct ablation experiments to assess the impact of each module on the model’s
performance. The primary modules are the initial technical expertise module (described in section 3.2) and the
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Table 7. GNN performance comparison on GitHub social activity graph

Model Link Prediction Edge Regression
Precision ↑ Recall ↑ F1 ↑ MAE ↓ RMSE ↓

HetGCN 0.8433 0.8556 0.8494 1.0430 1.3090
HetGAT 0.8246 0.9245 0.8717 1.0034 1.2812
HetSAGE 0.9206 0.8477 0.8826 0.9720 1.2565
RGCN 0.8719 0.8892 0.8805 0.9843 1.2622
HGT 0.8805 0.8835 0.8820 1.0100 1.2820

Table 8. Ablation study on the HetSAGE model

Model Link Prediction Edge Regression
Precision ↑ Recall ↑ F1 ↑ MAE ↓ RMSE ↓

HetSAGE-np-mp 0.9086 0.7898 0.8450 1.0364 1.2997
HetSAGE-only-mp 0.9143 0.8432 0.8773 1.0097 1.2868

HetSAGE-without-tech 0.9277 0.8256 0.8523 1.0892 1.4246
HetSAGE 0.9206 0.8477 0.8826 0.9720 1.2565

Metapath2Vec module which captures global structure (outlined in section 3.3.3). The evaluated models in this
section are:

• HetSAGE: The final model used in this paper.
• HetSAGE-no-mp: We remove Metapath2Vec module from HetSAGE. Because developer entities do not

have initial technical expertise representation, we randomly initialize the embedding vector for developer
entities.

• HetSAGE-only-mp: We remove the initial technical expertise mining module, and use only the embed-
dings generated by Metapath2Vec as the input for the GNN model.

• HetSAGE-without-tech: We train the same model from HetSAGE, but randomly initialize embedding
vector for both technical expertise representation and the embeddings generated by Metapath2Vec.

All other settings remain the same as in Section 4.2.1.
We conduct another experiment to evaluate the necessity of the Watch relationship in GitHub’s social relation-

ships. In this experiment, we remove the Watch relationship from the social graph and train the Metapath2Vec
model without the Watch relationship. We then compare the performance of this modified model with the original
model on downstream recommendation tasks.

4.4.2 Experiment Results. The results in Table 8 indicate that both HetSAGE-no-mp and HetSAGE-only-mp
models underperform compared to the complete model. This underperformance suggests that the absence of the
initial technical expertise mining module constrains the model to learning solely the social features of GitHub
entities, failing to extract technical features. This deficiency leads to significantly poorer performance on edge
regression tasks. For the HetSAGE-no-mp model specifically, the omission of the Metapath2Vec embedding
module results in substantial performance degradation in both link prediction tasks and edge regression tasks.
Furthermore, Table 9 illustrates a significant decline in our method’s performance on ContributionRepo and
SimDeveloper tasks when the Watch relationship is excluded. This decline underscores the critical role of the

ACM Trans. Softw. Eng. Methodol.

 



20 • Sun et al.

Table 9. Ablation study on the GNN watch relationship

Task Configuration Precision Recall F1

SimDeveloper with watch 0.882 0.931 0.906
without watch 0.816 0.920 0.865

ContributionRepo with watch 0.885 0.938 0.910
without watch 0.676 0.693 0.683

RepoMaintainer Our Method 0.940 0.959 0.949
without watch 0.832 0.909 0.869

Watch relationship in capturing developers’ interests and expertise, highlighting its importance within the GitHub
social graph.
Answer to RQ4: All of the initial technical expertise embedding, Metapath2Vec embedding, and

GitHub social relationships provide indispensable information for the final representation. The re-
moval of any of these modules leads to performance degradation.

4.5 Unsupervised Evaluation of the Technical Expertise Representation (RQ5)
4.5.1 Experiment Settings. To validate the effectiveness of our approach in deriving developer’s technical repre-
sentation, we hypothesize that similar entities should exhibit comparable representations. To test this hypothesis,
we follow [12] in employing the t-test, a robust statistical method that assesses significant deviations between
two sets of data. Our analysis involves calculating the p-value of similarity for embeddings of similar entities
compared to randomly chosen embeddings. This p-value serves as a measure of statistical significance, with
smaller values indicating more substantial differences. Specifically, we design two unsupervised tasks, following
the methodology outlined in [12]. Note that we make an implicit assumption that similarities between all types of
entities follow a normal distribution. We consider this assumption reasonable for all entities that can be deemed
generally independent.

Task 1 examines whether GitHub developers tend to join repositories that align with their expertise. For this
task, we gather all <developer, repository> pairs where the developer has contributed at least 30 times to the
repository as positive samples. We randomly select repositories with the same primary programming language
but without any contribution from the developer as negative samples.

Task 2 examines whether developers contribute to repositories that match their technical expertise. For this
task, we use all <developer, repository> pairs where the developer has submitted code to the repository as positive
samples. We randomly select a repository with no contribution from the developer as a negative sample.

For both tasks, we employ three metrics to calculate the similarity between pairs: cosine similarity, adjusted
cosine similarity and Pearson correlation coefficient. Our hypothesis predicts that positive samples will exhibit
higher similarity scores across these metrics compared to negative samples.

Table 10. T-test results

distance similarity cosine adjusted cosine Pearson

Task 1 P-value 2.235e-9 3.939e-8 2.464e-13
Task 2 P-value 9.918e-8 1.066e-5 1.515e-9
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4.5.2 Experiment Results. The results of the T-test are shown in Table 10. A P-value less than 0.05 typically
indicates a significant difference in the mean between two distributions. In our two unsupervised tasks and
three distance similarity calculation schemes, the P-value is significantly lower than 0.05. These results provide
strong evidence that the technical expertise representation vectors derived by our model effectively capture and
preserve the inherent differences between entities. The consistency of these significant results across multiple
tests reinforces the robustness and reliability of our approach in generating meaningful technical expertise
representations.

Answer to RQ5: Our approach is effective to derive representations that captures and preserves the
inherent similarities and differences between entities.

5 USER EVALUATION
While our experimental metrics offer a comprehensive evaluation of various approaches, they are inherently
constrained by the specific rules used in dataset construction. To address this limitation and gain a more holistic
understanding of our approach’s effectiveness, we conducted a user evaluation study.This user-centric assessment
complements our quantitative analysis by comparing approaches from the perspective of recommendation system
users.

5.1 User Evaluation Settings
Our objective is to evaluate the quality of generated recommendations from the users’ perspective. To measure
the quality, we mainly consider two aspects of the recommendation results as follows:

• Does the recommendation provide helpful candidates in practical scenarios?
• Does the recommendation recommend entities with similar technical expertise?

Specifically, we leverage the test data from three tasks defined in previous experiments, i.e. SimDeveloper,
ContributionRepo and RepoMaintainer. For each task and each model, including our model, CF method, Topic
method, GAT method and Dev2Vec method, we randomly select 3 test instances from original test dataset. Since
the Dev2Vec method does not work on ContributionRepo and RepoMaintainer task, the total number of the task
instances is 39(3*(5+4+4)). We then collect the recommendation predictions of each model. Totally, this sample
involves 33 repositories and 63 developers.

We recruit 10 participants for the user evaluation, including 4 Master’s students, 3 Ph.D. students, and 3
experienced software engineers. All participants are active GitHub users with 3 to over 10 years of development
experience, and nine have contributed to open-source repositories on GitHub.

The 39 task instances described above are organized into an online questionnaire, with hyperlinks to relevant
GitHub repositories and users. For each task instance, participants are required to explore the main content of
the relevant repositories or the capabilities and experience of developers. This exploration is the key process for
participants to gather information and make comprehensive evaluation.Therefore, we required each participant to
complete a brief preliminary experiment before the formal experiment. After that, we interviewed each participant
to confirm that they fully understood the task and had no remaining questions. The data used in preliminary
experiment is guaranteed not to overlap with that used in the formal experiment.

After this process, participants rated each recommendation based on the two previously defined aspects
(helpfulness and alignment), which correspond to two questions per task instance, as shown in Table 11. Partic-
ipants were required to use a 5-point scale to answer these questions, and were informed that 1 indicates the
recommendation was completely unsuccessful while 5 indicates the recommendation was completely successful.
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Table 11. Questionnaire of User Evaluation

Task Questions

SimDeveloper The following consists of two GitHub users with hyperlinks to
their homepages. Please look through their information for full
understanding, and answer these two questions:
1. To what extent they are similar in working experience.
2. To what extent they are similar in technical stack.

ContributionRepo The following consists of a GitHub user and repository with
hyperlinks to their homepages. Please look through their infor-
mation for full understanding, and answer these two questions:
1. To what extent you will recommend the user to contribute to
the repository.
2. To what extent the user has similar developing experience to
the repository.

RepoMaintainer The following consists of a GitHub user and repository with
hyperlinks to their homepages. Please look through their infor-
mation for full understanding, and answer these two questions:
1. To what extent you will recommend the user to be the main-
tainer of the repository.
2. To what extent the user has relevant experience and capability
as a maintainer.

5.2 Results
Figure 6 illustrates the distribution of user evaluation scores. The Y-axis represents the number of ratings that
each model receives on each task. Since we sampled 3 instances for each model-task pair, with 2 questions
per instance and 10 participants, the total count of each model-task pair sums up to 60 (3*2*10). Overall, our
method consistently achieves higher ratings across all three tasks, compared with all other methods. These results
prove the effectiveness of our proposed method to incorporate GitHub social features into technical expertise
representation. In addition, noting that all methods received significantly higher scores in RepoMaintainer
task compared to the other two tasks, we attribute this to the fact that all methods are generally capable of
capturing basic contribution history, and simply recommending the main contributors of a repository as potential
maintainers aligns with participants’ expectations when participants lack relevant information.

Furthermore, we also report summary statistics for each model’s scores. Since these scores should be regarded
as ordinal, we use the median, IQR and mode to reflect the overall performance and dispersion of each model on
each task. IQR is defined as follows:

IQR = &3 −&1 (9)

where &3 is the third quartile and &1 is the first quartile.
In addition, we conducted both T-tests and ICC tests to ensure the validity of statistical analysis. For the T-tests,

we combined the scores of our model across the three tasks and compared them with the corresponding scores
of each baseline model to examine whether there are significant differences. One-tailed and paired T-test were
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(a) User evaluation results on SimDeveloper task

(b) User evaluation results on ContributionRepo task

(c) User evaluation results on RepoMaintainer task

Fig. 6. Distribution of user evaluation results

conducted with the alternative hypothesis that the mean of our method’s scores is significantly higher. Since
Dev2Vec is only applicable to the SimDeveloper task, the T-test with Dev2Vec only used scores on one task.

On the other hand, ICC analysis was conducted to assess the reliability of rating scores provided by participants.
It evaluates the degree of consistency and agreement among raters by comparing the variability of rating attributed
to individual raters with the total variability of ratings. For our ICC analysis, we employed a two-way mixed-
effects model with absolute agreement (ICC-3k), which is appropriate for evaluating the reliability of ratings
when the same set of raters evaluates all targets [46].

Table 12 shows the statistical results of the user evaluation. Our method achieves the best performance across
all three tasks using median, mode and IQR metrics. The only exception is that the GAT method performs a
lower IQR in the SimDeveloper task. However, it has a much lower median and mode in this task, indicating less
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Table 12. Statistics of User Evaluation Results

Model Task Median↑ Mode↑ IQR↓ T-test with our methods ICC coefficient

CF Method
SimDeveloper 3.5 4.0 2.0

P<0.01 (df=179)
–

ContributionRepo 4.0 4.0 2.5 –
RepoMaintainer 5.0 5.0 1.0 –

Topic Method
SimDeveloper 3.0 3.0 2.0

P<0.01 (df=179)
–

ContributionRepo 3.0 4.0 2.0 –
RepoMaintainer 5.0 5.0 1.0 –

GAT Method
SimDeveloper 4.0 2.0 1.0

P<0.01 (df=179)
–

ContributionRepo 2.0 4.0 2.0 –
RepoMaintainer 5.0 5.0 1.0 –

Dev2Vec Method SimDeveloper 4.0 4.0 2.0 P=0.28 (df=59) –

Our Method
SimDeveloper 4.0 4.0 2.0

–
–

ContributionRepo 4.0 4.0 1.0 –
RepoMaintainer 5.0 5.0 1.0 –

ICC 0.88(>0.75)

Note: For the T-test results, df is short for degree of freedom, which is the total number of scores minus one
in paired T-test. For clarity, when multiple values share the optimal score, only one representative value is
highlighted in bolded.

favorable overall performance. Therefore, we conclude that our method outperforms all baselines in the user
evaluation.

Moreover, the results of T-test demonstrate that the differences between scores of our method and each baseline
model are statistically significant. Despite the higher p-value in the T-test with Dev2Vec method, our method still
achieves an equal median and mode, and a better IQR on this task. Also, as Dev2Vec method is only applicable to
one task, the smaller sample size (30 instances and 60 scores) may reduce the statistical power of the test.

Finally, the computed ICC value of 0.88 exceeds the conventional threshold of 0.75, indicating high reliability
of rating scores. This finding confirms that the user ratings obtained in our study are consistent and reliable,
thereby reinforcing the validity of our evaluation results.

In summary, these findings provide strong evidence that the technical expertise representations derived by our
method generalize effectively across various recommendation tasks, achieving and in many cases surpassing
the performance of state-of-the-art approaches. The robust and consistent performance can be attributed to
the comprehensive nature of our approach, which effectively integrates both social and technical features. This
versatility and consistency in performance highlight the potential of our method for practical applications within
the GitHub ecosystem.

6 DISCUSSION
In this section, we discuss: 1) the key components of the model, including GitHub social relationships and model
complexity, their impacts on performance, and the model’s limitations and failure cases; 2) the interaction between
our model and the open-source community, including the influence of community size on model performance
and model’s practical benefits for open-source communities.
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6.1 Effects of Social Relationships in Deriving Developers’ Expertise Representation
From a methodological perspective, the innovation of this paper lies in expanding beyond direct developer
relationships to explore interactions between developers and other entities within the open-source community.
By leveraging these interactions, we capture hidden relationships between developers, enabling more accurate
modeling and representation of developer expertise vectors.

In the task SimDeveloper, we compared our method with other state-of-the-art models like Dev2Vec, and the
popular LLM model Llama3-8B. Dev2Vec uses doc2vec as a foundation, which generates embedding vectors
to represent developer documents, surpassing other traditional models like term frequency-inverse document
frequency (tf-idf) and Bag of Word (BOW) in representation tasks; We feed the same corpus to Llama3. Pretrained
on 15T tokens of corpus and a fine-grained tokenizer, Llama3 can capture small semantic differences, which
enables it to generate high-quality representation vectors for developer corpus.

Despite their sophistication, these methods underperformed compared to our approach, as shown in Table
4. This underperformance stems from their lack of consideration for social relationships. Commonly, similar
techniques have relatively large differences in their corpus. Let’s consider “backend” as an example. Imagine two
backend developers specializing on Java and Golang, respectively. The corpus related to these developers, such as
repository codes, issues, and PRs, can differ semantically in terms of semantics. Conversely, the corpus related to
two developers working on Java backend and frontend within a specific repository is highly relevant, despite
their technical expertise differs more significantly than in the former scenario. This discrepancy indicates a key
limitation: corpus similarities don’t always correlate with technical expertise similarities.

Our method addresses this limitation by incorporating social relationships, enabling a more context-aware
representation of developer expertise. Given a backend developer is working on both a Java and a Golang
repository simultaneously. Our GNN method can capture relationships between developers working across
multiple repositories (e.g., Java and Golang). This enhances the representation similarity for developers associated
with either repository during training. While initial representations of Java frontend and backend techniques
may be similar, they’re aggregated into different technical scopes during training. The unsupervised nature of
our GNN allows it to leverage latent technical relationships that might otherwise remain unnoticed.

6.2 The Impact of Model’s Complexity on Performance
We mainly focus on the number of convolutional layers to discuss the complexity of the GNN model. Intuitively,
it might be assumed that a GNN model with more graph convolution layers would produce better results. The
rationale behind this assumption is that additional layers enable the model to capture more relationships and
aggregate technical expertise from a broader network of contributors.

To test this assumption, we conduct a series of experiments. The experiment setup is almost the same as it is in
RQ3. We fit the model to HetSAGE on the link prediction task. The neighbor sampling count is fit to 7, and the
layer count varies from 2 to 4. The results are summarized in Table 13.

Table 13. Results on Different GNN layer count

# Layers Accuracy Precision Recall F1

2 0.8916 0.8940 0.8885 0.8912
3 0.8968 0.9057 0.8857 0.8956
4 0.8945 0.8789 0.9072 0.8929

Our experiments yielded surprising results: while the model with 4 convolutional layers outperformed others
in recall, it showed significantly lower precision, with overall accuracy and F1 scores failing to demonstrate
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significant improvements. This counterintuitive outcome can be attributed to the structure of our heterogeneous
graph. Most relevant social relationships can be effectively captured by paths of length 3, such as the connection
between two developers where one commits to a repository and another proposes an issue for the same repository
(represented by the path “developer propose_issue, issue belong_to, repository commit(reversed) developer”).
This relationship is adequately captured by a model with 3 GNN layers. However, a 4-layer model may capture
extraneous, less relevant relationships (e.g., two developers who starred different repositories that were both
contributed to by a third developer), potentially introducing noise into the learning process and decreasing
precision. Given that 4-layer models also require significantly more computational resources, we conclude that
3-layer models strike the optimal balance between performance and efficiency for capturing social relationships
in our heterogeneous graph. This finding underscores the importance of tailoring model architecture to the
specific characteristics of the underlying data, rather than assuming that increased complexity always yields
better results. Therefore, more convolutional layers do not always produce better representation for contributors.

6.3 Case Study of Failures
Despite the fact that our method can efficiently derive developers’ technical expertise representations in most
common scenarios, it still deteriorates when confronting developers with limited GitHub social activity relation-
ships. When deriving the technical expertise representations, in the initial step we only calculated embeddings
for repository, issue and PR nodes. Subsequently, we utilize a GNN to compute embeddings of developers on the
GitHub social activity graph. As a result, the effectiveness of the generated embedding is heavily dependent on
the degree of the developer node within the graph, that is, the number GitHub social activities of a developer. For
developer nodes with a low degree in the graph, there are fewer ways for relevant information to be propagated
to these nodes, making it more challenging to accurately model their technical expertise representations. This
issue, referred to as the cold start problem, remains to be a significant limitation of our method.

In practical scenarios, developer with limited GitHub social activity relationships may exhibit in the following
situations:

• Contributing to only a small number of repositories.
• Utilizing uncommon programming languages.
• Focusing on legacy codebases or highly specialized projects that have minimal interactions with the

GitHub community.
In this case study, we present a typical case to illustrate the scenarios mentioned above. For privacy concerns,

developers and repositories involved have been anonymized.
In the SimDeveloper task, which aims to recommend developers with similar technical expertise for learning

and collaboration, we analyzed User A who contributes to only four repositories, all within the same open-source
software project (including its framework, configuration, documentation, and tutorial). This limited interaction
diversity complicated the recommendation process. The model recommended User B, the project’s lead developer
and release manager.

While this recommendation aligned with our SimDeveloper assumption that developers within the same GitHub
organization are similar, it oversimplified their relationship. Further analysis revealed that User A specializes
in high-performance computing related to the software project, while User B focuses on microarchitecture and
compiler optimization. Despite the connection through the same project, these fields require distinctly different
skill sets, resulting in below-average user evaluation scores.

However, it’s noteworthy that our model, leveraging GNN’s message-passing mechanism and social features,
still generated recommendations despite User A’s limited GitHub presence. In contrast, traditional methods like
collaborative filtering, which depend solely on direct user interactions, failed to produce recommendations within
the search scope when confronted with such sparse user data.
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6.4 Threats to Validity
Threats to Internal Validity. The effectiveness of the model may heavily rely on the quality and comprehen-

siveness of the GitHub data used, which could potentially be subject to bias or poor quality. To address this
concern, our dataset is built based on [10], in which the authors detailed their methodologies for bias elimination.
Furthermore, we have implemented additional measures to mitigate the impact of low-quality data, such as
removing bot developers to ensure human-generated content, and adopting several pre-trained language models
(PLMs) like RoBERTa to encode data of varying qualities. These PLMs are trained on large corpora and can extract
the main semantics of the data, thus reducing the impact of low-quality data. Besides, the approach assumes that
function definitions encapsulate the primary code semantics for all languages in the dataset, which may not be
fully held: critical logic may occur in top-level scripts, decorators, immediately invoked function expressions
(IIFEs), static constructors, and inline scripts. Excluding these non-functional code elements might overlook
significant aspects of developers’ technical contributions, potentially skewing the accuracy of technical expertise
representations.

Threats to External Validity. The primary threat to external validity stems from the dataset size: compared to
GitHub’s vast data volume, our dataset is relatively small, potentially limiting its representation of GitHub’s
overall data distribution. However, we have implemented strategic measures to mitigate this limitation. Firstly,
we focused our research on the active segment of GitHub, specifically sampling repositories with recent changes.
This approach ensures better alignment with current development practices and captures the most relevant data
for our study. Additionally, we conducted multiple downstream tasks to validate our findings across various
contexts. This multi-faceted validation approach enhances the generalizability of our results, providing a more
robust assessment of our model’s performance across different scenarios within the GitHub ecosystem. While
we acknowledge that further expansion of the dataset could strengthen our findings, we believe our targeted
sampling strategy and comprehensive evaluation approach significantly reduce the threat to external validity,
offering valuable insights into developer expertise representation within active GitHub communities.

6.5 The Robustness and Cost of Model on Different Sizes of Communities
In our research, we define community size as the number of developer nodes in the GitHub social activity graph.
One might intuitively expect that larger communities, with their richer network of developer relationships, would
yield better GNN model training results and more effective entity embeddings, ultimately leading to superior
performance on downstream tasks. This section examines our method’s effectiveness across varying community
sizes and analyzes the associated computational costs. To validate our approach’s scalability, we conducted a
series of experiments training the model on communities of different sizes and evaluated their performance.

We evaluated three different community size groups in our experiments: small, medium, and large. The original
graph, referred to as the large graph, contained 394,474 developer nodes. For the small graph, we selected one-third
of the developers, and for the middle graph, we chose two-thirds of the developers. When selecting developers,
we ensured that those participating in downstream tasks were always retained within the community. Robustness
was assessed based on the performance across the mentioned three downstream tasks, measured by HR@1,
HR@3, HR@10 and MRR. To evaluate computational cost, we recorded training time and GPU memory usage.
The experiments were conducted on a Ubuntu 20.04 machine, equipped with two Nvidia A100 40GB GPUs.

The results on the three downstream tasks are shown in Table 14.
It can be observed that for SimDeveloper and RepoMaintainer, the small graph achieved the best results, while

for ContributionRepo, the medium graph performed the best. Additionally, all of them outperformed the baseline
methods discussed in Section 4.1, demonstrating the robustness of our method.

The cost-related results are shown in Table 15.
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Table 14. Downstream Task Results on Different Community Size

Task Configuration HR@1 HR@3 HR@10 MRR

SimDeveloper
small 0.483 0.806 0.892 0.658
middle 0.438 0.764 0.869 0.621
large 0.378 0.709 0.832 0.569

ContributionRepo
small 0.331 0.531 0.655 0.474
middle 0.355 0.638 0.767 0.530
large 0.333 0.631 0.736 0.512

RepoMaintainer
small 0.609 0.860 0.940 0.749
middle 0.386 0.634 0.800 0.552
large 0.303 0.574 0.709 0.482

Table 15. Performance Results on Different Community Size

Configuration Total Train Time GPU Memory Usage (MB)

small 23:03:51 15737.707
middle 32:56:20 19451:331
large 39:52:45 22893:461

As expected, training time and GPU memory usage increased with graph size. However, the increase was not
in a simple 1:2:3 ratio, which may be due to the additional entities in the graph (e.g., PRs, issues, repositories) and
the relationships between them.

Our analysis reveals intriguing patterns in model performance across different community sizes. The superior
performance of smaller graphs in SimDeveloper and RepoMaintainer tasks suggests that compact communities can
effectively capture essential task-specific information. Meanwhile, the medium-sized graph’s optimal performance
in ContributionRepo indicates that moderate-scale communities may provide more balanced information for
certain tasks. The model demonstrates robustness by maintaining strong performance across various community
sizes, consistently surpassing our previously established baselines.

The enhanced performance in smaller and medium-sized communities can be attributed to our developer
selection strategy. When constructing these communities, we prioritized developers who actively participated in
downstream tasks, using contribution levels as a selection criterion. Developers exceeding specific contribution
thresholds were included in the downstream task datasets. The superior performance of smaller and medium-sized
communities over the complete community suggests that relationship quality outweighs quantity in our GNN
model’s effectiveness. This indicates that focusing on core contributors can yield better results than expanding to
a broader developer base—a finding that warrants further investigation in future research.

Regarding computational efficiency, we observed an expected increase in training time and GPU memory usage
with community size. Larger graphs naturally demand more computational resources due to their increased nodes
and relationships. However, the non-linear relationship between graph size and computational cost suggests
potential optimization opportunities, such as more efficient sampling methods or model compression techniques.

In conclusion, our experiments demonstrate that model robustness isn’t directly proportional to community size.
Different downstream tasks achieved optimal performance at varying community scales. While computational
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costs increased with community size, these findings suggest that practical implementations should carefully
balance community size against computational constraints to optimize performance for specific use cases.

6.6 Practical Benefits of Technical Expertise Embeddings in Open-Source Ecosystem
The practical implementation of technical expertise embeddings into developer and team workflows is essential
for realizing our research’s value. These embeddings serve multiple stakeholders in distinct yet complementary
ways.

For individual developers. The embeddings act as a strategic tool for both professional growth and collaboration.
They highlight in-demand technical skills within relevant open-source projects, guiding developers’ skill develop-
ment. Additionally, the embeddings also facilitate developers to connect with other developers who have similar
technical profiles for collaboration and code review. Through GitHub actions, developers can set up automated
notifications for skill-relevant discussions and issues, ensuring proactive engagement with emerging project
developments.

For repository maintainers. These embeddings offer valuable data-driven insights to enhance project man-
agement. By matching technical requirements with developers’ expertise, maintainers can assign tasks more
effectively. For instance, when addressing complex issues that demand expertise in specific programming lan-
guages or frameworks, maintainers can identify the most qualified contributors based on their demonstrated
skills. Additionally, this functionality allows maintainers to tracking contributors’ skill development, supporting
targeted mentorship and support.

For open-source teams. These embeddings offer a systematic approach to team development. Team leaders can
analyze skill distribution to identify gaps and organize targeted training programs. Additionally, the embeddings
assist in strategic recruitment by helping identify potential team members whose skills complement the existing
expertise.

To maximize these benefits, we recommend the following implementation guidelines:

• Developers should systematically review embedding-based recommendations and establish targeted
GitHub alerts for skill-related opportunities

• Repository maintainers should implement a structured system for skill-based task allocation and provide
regular feedback based on embedding insights

• Open-source teams should develop comprehensive skill development strategies informed by embedding
analysis and promote continuous professional growth

7 CONCLUSION AND FUTURE WORK
This paper aims to learn the representations of the technical expertise of developers on GitHub. Unlike existing
studies that focus on specific technical areas and data sources, we propose a novel approach that integrates
diverse GitHub data sources and social relationships using a GNN-based approach. Our approach generates
technical expertise representations for GitHub entities, including developers, projects, and PRs. We leveraged
these representations to design and evaluate three social relationship recommendation tasks: recommending
maintainers, identifying similar users, suggesting relevant repositories. Experimental results demonstrate the
effectiveness and adaptability of our approach across multiple baselines. Future work will focus on taking account
for temporal aspects of the data, expanding the dataset to cover a wider range of programming languages,
incorporating time-based weighting to prioritize recent activities, and applying the approach to additional
recommendation tasks such as predicting issue closure and resolution times.
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8 DATA AVAILABILITY
Our code is available at https://anonymous.4open.science/r/DTEM-6830/.
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